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**Задание**: определить изоморфизм графов G1 и G2

**Решение**: создадим случайный граф. Потом сделаем отображение вершин, то есть какая вершина во втором графе будет соответствовать вершине в первом и получается, что графы всегда будут изоморфны.

**Текст программы:**

#include <iostream>

#include <vector>

#include <set>

#include <algorithm>

using namespace std;

struct Vertez {

vector<int> neighbours;

};

vector<Vertez> G1, G2;

int counter = 0;

void fin(vector<int>& v, int n) {

for (int i = 0; i < n; i++) {

int random = rand() % n;

while (v[random] != 0) {

random++;

random %= n;

}

v[random] = i;

}

}

void randomGraph(int n) {

G1.resize(n);

int z = 1 + rand() % (n \* (n - 1)) / 2;

set<pair<int, int>> q;

while (q.size() != z) {

int x = rand() % n;

int y = rand() % n;

if (q.find({ x, y }) == q.end() && q.find({ y, x }) == q.end() && x != y) {

G1[x].neighbours.push\_back(y);

G1[y].neighbours.push\_back(x);

q.insert({ x, y });

}

}

}

void mapz(int n) {

G2.resize(n);

//вершина inz[i] соответствует i

vector<int> inz(n);

fin(inz, n);

for (int i = 0; i < n; i++) {

G2[i] = G1[inz[i]];

for (int j = 0; j < G2[i].neighbours.size(); j++) {

vector<int> a = G2[i].neighbours;

G2[a[j]] = G1[inz[a[j]]];

}

}

}

bool is(vector<int> ind, int n) {

vector<Vertez> G(n);

for (int i = 0; i < n; i++) {

counter += 2;

G[i] = G2[ind[i]];

counter++;

for (int j = 0; j < G[i].neighbours.size(); j++) {

vector<int> neighbours = G[i].neighbours;

counter++;

G[neighbours[j]] = G2[ind[neighbours[j]]];

counter++;

}

}

for (int i = 0; i < n; i++) {

if (G[i].neighbours.empty() && G1[i].neighbours.empty()) {

counter++;

continue;

}

if (G[i].neighbours.empty() || G1[i].neighbours.empty()) {

counter++;

return false;

}

else {

if (G[i].neighbours.size() != G1[i].neighbours.size()) {

counter++;

return false;

}

}

}

for (int i = 0; i < n; i++) {

for (int j = 0; j < G[i].neighbours.size(); j++) {

if (G[i].neighbours[j] != G1[i].neighbours[j]) {

counter++;

return false;

}

}

}

return true;

}

void main() {

srand(time(NULL));

for (int n = 2; n <= 20; n++) {

long long sum = 0;

for (int j = 0; j < 1000; j++) {

counter = 0;

vector<int> ind(n);

randomGraph(n);

mapz(n);

fin(ind, n);

while (!is(ind, n)) {

next\_permutation(ind.begin(), ind.end());

}

sum += counter;

G1.clear(); G2.clear();

}

cout << fixed << "n: " << n << " " << (float)sum / 1000 << "\n";

}

}

**Программа выдает в консоли результаты в следующем виде:**

![](data:image/png;base64,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)

(На рисунке представлен вывод n до 8, но программа выполняется до n = 20)

**Для наглядности построим график:**

При решении были использованы все возможные перестановки отображения вершин, поэтому сложность алгоритма не может быть полиномиальной.